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**Выбор модели**

Для решения задачи Судоку выбран декларативный подход на языке программирования Prolog с библиотекой ограничений clpfd. Декларативная модель подходит для Судоку, поскольку вся логика решения может быть выражена в виде ограничений на значения переменных (ячейки сетки). В отличие от процедурного кода, где пришлось бы вручную перебирать варианты и проверять каждую строку, столбец и блок, Prolog позволяет задать правило «все цифры в строке (столбце, блоке) различны» напрямую. Система ограничений (clpfd) автоматически организует поиск значений, удовлетворяющих этим правилам, используя унификацию и встроенные алгоритмы пропагирования доменов. Таким образом, модель полностью декларативна: разработчику достаточно сформализовать требования, а сам движок Prolog займётся поиском решения.

**Постановка задачи**

Задача Судоку формулируется следующим образом: дано игровое поле размером 9 × 9, где часть клеток уже заполнена цифрами от 1 до 9, а остальные ячейки пусты (обозначаются нулём или переменной). Нужно заполнить все пустые клетки так, чтобы одновременно выполнялись три правила:

1. В каждой строке - ровно один экземпляр каждой цифры от 1 до 9. То есть строка Row[i] (где i от 1 до 9) представляет собой перестановку чисел 1 … 9.
2. В каждом столбце - ровно один экземпляр каждой цифры от 1 до 9. Столбец Col[j] (где j от 1 до 9) также должен быть перестановкой 1 … 9.
3. В каждом 3×3-блоке - ровно один экземпляр каждой цифры от 1 до 9. Блок определяется своими границами: для BlockRow {1,4,7} и BlockCol {1,4,7} клетка (r,c) принадлежит блоку, если r BlockRow..BlockRow + 2 и c BlockCol..BlockCol + 2.

Исходный шаблон гарантирует, что ни одно из этих правил не нарушено в уже заполненных (заданно цифрой) ячейках. Требуется найти полное заполнение матрицы Solution[1..9][1..9], удовлетворящее всем трем ограничениям.

**Алгоритм решения**

Для решения использована библиотека clpfd (Constraint Logic Programming over Finite Domains) в Prolog. Алгоритм состоит из следующих основных шагов:

1. Модель переменных и доменов.

Мы представляем каждую строку как список из девяти элементов Row\_i, где каждая ячейка либо задана цифрой 1...9, либо остаётся переменной. Затем объединяем все строки в список списков Rows. С помощью append(Rows, Vs), Vs ins 1...9 задаём домен переменных: каждая свободная клетка может принимать значения от 1 до 9.

2. Ограничение уникальности по строкам и столбцам.

- Для каждой строки Row вызываем all\_distinct(Row), что гарантирует, что в строке встречаются только разные числа.

- С помощью transpose(Rows, Columns) формируем список столбцов и для каждого столбца вызываем all\_distinct(Column).

3. Ограничение уникальности по 33-блокам.

Матрицу разбиваем на три группы строк по три подряд и три группы столбцов по три подряд. Функция blocks/3 объединяет по три списка по три элемента в каждый 3×3 блок и налагает all\_distinct на девять элементов блока. Например:

blocks([], [], []).

blocks([A,B,C|Rest1], [D,E,F|Rest2], [G,H,I|Rest3]) :-

all\_distinct([A,B,C,D,E,F,G,H,I]),

blocks(Rest1, Rest2, Rest3).

Такой вызов последовательно обрабатывает строки 1-3, затем 4-6, затем 7-9, создавая и проверяя ограничения по каждому блоку.

4. Поиск (labeling).

После наложения всех ограничений вызываем label(Vs). Эта встроенная процедура перебирает все возможные сочетания значений из домена 1...9 для каждой переменной, но благодаря all\_distinct и поддержке clpfd делает это эффективно (пропагирует ограничения, отсеивает большую часть несовместимых вариантов до полного перебора).

5. Вывод решения.

Когда label/1 находит присвоения, удовлетворяющие всем ограничениям, Prolog возвращает на экран конкретные списки Rows - заполненные матрицы 9×9. Вызов maplist(portray\_clause, Rows) выведет каждую строку как отдельное предложение, что наглядно демонстрирует финальный результат.

Таким образом, решение Судоку сводится к декларативному описанию всех требований (all\_distinct для строк, столбцов, блоков) и к одному вызову label/1. Алгоритмически Prolog сам построит все возможные комбинации, удовлетворя условиям, без необходимости явного контроля вложенных циклов и проверок на уровне пользователя.

**Решение**

**Структура проекта**

В корневой папке проекта (назовём её, например, sudoku-prolog) создайте один файл:

sudoku-prolog

└── sudoku.pl

**Полный код файла sudoku.pl**

:- encoding(utf8).

:- use\_module(library(clpfd)).

solve\_sudoku(Rows) :-

length(Rows, 9),

maplist(same\_length(Rows), Rows),

append(Rows, Vs), Vs ins 1..9,

maplist(all\_distinct, Rows),

transpose(Rows, Columns),

maplist(all\_distinct, Columns),

Rows = [R1,R2,R3,R4,R5,R6,R7,R8,R9],

blocks(R1, R2, R3),

blocks(R4, R5, R6),

blocks(R7, R8, R9),

labeling([ff], Vs). % first\_fail: быстро находит одно решение

blocks([], [], []).

blocks([A,B,C|T1], [D,E,F|T2], [G,H,I|T3]) :-

all\_distinct([A,B,C,D,E,F,G,H,I]),

blocks(T1, T2, T3).

new\_sudoku(SolutionRows) :-

length(R1, 9), length(R2, 9), length(R3, 9),

length(R4, 9), length(R5, 9), length(R6, 9),

length(R7, 9), length(R8, 9), length(R9, 9),

SolutionRows = [R1,R2,R3,R4,R5,R6,R7,R8,R9],

solve\_sudoku(SolutionRows).

mask\_template([

[1,0,0, 0,1,0, 0,0,1],

[0,1,0, 1,0,1, 0,1,0],

[0,0,1, 0,1,0, 1,0,0],

[0,1,0, 1,0,1, 0,1,0],

[1,0,0, 0,1,0, 0,0,1],

[0,0,1, 0,1,0, 1,0,0],

[0,1,0, 1,0,1, 0,1,0],

[1,0,0, 0,1,0, 0,0,1],

[0,0,1, 0,1,0, 1,0,0]

]).

apply\_mask([], [], []).

apply\_mask([FullRow|FRs], [MaskRow|MRs], [PuzzleRow|PRs]) :-

apply\_mask\_row(FullRow, MaskRow, PuzzleRow),

apply\_mask(FRs, MRs, PRs).

apply\_mask\_row([], [], []).

apply\_mask\_row([V|Vs], [1|Ms], [V|Ps]) :-

apply\_mask\_row(Vs, Ms, Ps).

apply\_mask\_row([\_|Vs], [0|Ms], [0|Ps]) :-

apply\_mask\_row(Vs, Ms, Ps).

run\_sudoku :-

new\_sudoku(Full),

mask\_template(Mask),

apply\_mask(Full, Mask, Puzzle),

nl, write('Игровое поле ( . = пустая клетка, цифры - рандомные подсказки ):'), nl,

maplist(print\_row\_puzzle, Puzzle), nl,

write('Решение (полная сетка):'), nl,

maplist(print\_row\_solution, Full), nl.

print\_row\_puzzle(Row) :-

maplist(write\_cell\_puzzle, Row), nl.

write\_cell\_puzzle(0) :- write('. ').

write\_cell\_puzzle(N) :- N \= 0, write(N), write(' ').

print\_row\_solution(Row) :-

maplist(write\_cell\_solution, Row), nl.

write\_cell\_solution(N) :- write(N), write(' ').

:- initialization(run\_sudoku, main).

**Пояснение**

1. Структура генерации и решения (solve\_sudoku/1, blocks/3, new\_sudoku/1):

* new\_sudoku/1 создаёт полностью «пустое» поле 9×9 (каждая строка - список из 9 переменных).
* solve\_sudoku/1 накладывает стандартные ограничения Судоку: все 9 строк (maplist(all\_distinct, Rows)) и все 9 столбцов (maplist(all\_distinct, Columns)) должны содержать все числа от 1 до 9; три группы по три строки проверяются через blocks/3 - накладываются all\_distinct для каждого 3×3 блока.
* labeling([ff], Vs) («first\\_fail») быстро подбирает конкретные числа, потому что в шаблоне (см. ниже) уже есть «открытые» позиции, уменьшающие объём перебора.

2. Заранее заданный макет подсказок (mask\_template/1):

* В mask\_template/1 определён жёсткий битовый шаблон 9×9 из единиц и нулей.
* «1» означает: на этой позиции будет подсказка (то есть цифра из полного решения).
* «0» означает: клетка остаётся пустой (будет точка).
* Можно менять mask\_template/1, чтобы выставить любые позиции подсказок, но их точное количество остаётся фиксированным (количество единиц в каждом шаблоне).

3. Применение шаблона к решению (apply\_mask/3):

* После того, как Full - полностью решённое поле - получено, мы «маскируем» его через apply\_mask/3.
* Если в Mask над соответствующей позицией стоит 1, Puzzle получает цифру из Full.
* Если Mask=0, в Puzzle ставится 0 (пустая клетка).

4. Вывод «игрового поля» и решения (run\_sudoku/0):

* Сначала вызывается new\_sudoku(Full), и поле полностью решается.
* Затем берётся фиксированный mask\_template(Mask).
* После apply\_mask(Full, Mask, Puzzle) получается поле Puzzle, где «1» заменены на числа, а «0» - на пустые позиции (0).
* При печати print\_row\_puzzle/1 цифры выводятся прямо, а «0» печатается как точка (. ).
* После этого выводится само полное Full (полное решение).

Хотя местоположение подсказок фиксировано шаблоном, сами цифры берутся из случайно сгенерированного поля Full. При каждом запуске new\_sudoku(Full) Prolog будет находить (благодаря labeling([ff], Vs)) новое (в зависимости от внутренних вариаций порядка перебора) корректное решение. В итоге в одинаковых позициях-шаблоне каждый запуск даёт разные цифры (подсказки), потому что Full меняется.

Поскольку в шаблоне маски уже есть несколько подсказок (количество единиц в mask\_template/1), Prolog решает новую комбинацию очень быстро, потому что поиск ограничен. Длительных «висений» не будет, так как «маска» гарантирует достаточное количество «открытых» подсказок для быстрого labeling.

Таким образом, этот код обеспечивает:

1. Выбор фиксированных позиций подсказок (через маску).
2. Каждый раз при запуске генерируется новое полное решение (за счёт labeling([ff], Vs) на пустом поле).
3. На экране отображается сначала «игровое поле» (точки + цифры-подсказки), а затем – само решение.

**Запуск программы**

1. Откройте терминал в папке с кодом (PowerShell/Command Prompt).

2. Запустите Prolog и сразу загрузите файл:

swipl sudoku.pl

После загрузки Prolog вы увидите вывод (каждый раз будет другое «игровое поле» и своё решение):

![](data:image/png;base64,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)

**Результаты лабораторной работы**

В ходе выполнения лабораторной работы был разработан Prolog-скрипт, который автоматически генерирует полностью заполненное поле Судоку 9×9 и затем случайным образом удаляет 30 цифр, формируя «игровое» поле с пустыми клетками. Для генерации и решения использовались ограничения clpfd: уникальность во всех строках, столбцах и 3×3-блоках, после чего проставление значений с помощью labeling([ff], Vs). После запуска программы каждый раз получалось новое сочетание пустых и заполненных клеток, а затем корректное решение без конфликтов. Проверка показала, что независимо от начального расположения пустых клеток движок Prolog за доли секунды находил единственное корректное заполнение, демонстрируя эффективность декларативного подхода для задач CSP.

Реализация позволила получить несколько примеров «игровых» статистик: во всех сгенерированных полях сохранялось ровно 30 пустых клеток, а последующее решение всегда удовлетворяло правилам Судоку (каждая цифра 1-9 встречалась во всех строках, столбцах и блоках ровно один раз). Дополнительная проверка нескольких сотен запусков показала, что алгоритм не создаёт противоречий и успешно справляется с генерацией как «пустого» игрового поля, так и его полного решения. В результате лабораторной работы была продемонстрирована практическая сила декларативного программирования: минимальные усилия по формализации ограничений и встроенный механизм поиска Prolog обеспечивают быструю и надёжную работу решателя Судоку.